**Top 70 Java Collections Interview Questions With Answers**

**1) What is the Java Collection Framework? Why it is introduced?**

Java Collection Framework is a centralized and unified theme to store and manipulate the group of objects. Java Collection Framework provides some predefined classes and interfaces to handle the group of objects. Using this collection framework, you can store the objects as a List or as a Set or as a Queue or as a Map and perform operations like adding or removing or retrieving the objects without much hard work.

Java Collection Framework or simply collections are nothing but the group of objects stored in well-defined manner. Earlier, arrays are used to store these group of objects. But, arrays are not re-sizable. They are of fixed size. Size of the arrays cannot be changed once they are defined. This causes lots of problem while handling the group of objects. To overcome this drawback of arrays, Java collection framework is introduced in Java from JDK 1.2.

Although, there were classes like Dictionary, Vector, Stack and Properties which handle group of objects better than the arrays. But, each of them handle the objects differently. The way you use Dictionary class is totally different from the way you use Stack class and the way you use Vector class is different from the way you use Properties class. Hence, there needed a central and unifying theme to handle the group of objects. The collection framework is the answer to that.

**2) What is the root level interface of the Java collection framework?**

**java.util.Collection** is the root level interface of the Java collection framework.

**3) What are the four** **main core interfaces of the Java collection framework?**

The whole Java collection framework is divided into four interfaces – List, Queue, Set and Map. In which all except Map are inherited from **java.util.Collection** interface.

List: It handles the sequential List of objects. ArrayList, Vector and LinkedList are the major implementation of this interface.

Queue: It handles the special group of objects in which elements are added from one end and removed from another end. LinkedList and PriorityQueue classes implement this interface.

Set: It handles the group of objects which must contain only unique elements. The major implementations of this interface are HashSet, LinkedHashSet and TreeSet.

Map: This is the one interface in Java Collection Framework which is not inherited from Collection interface. It handles the group of objects as key-value pairs. It is implemented by **HashMap, LinkedHashMap** and **TreeMap**.

**4) Explain the class hierarchy of Java collection framework?**

Below diagram shows the class hierarchy of collection framework.
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**5) Why** Map **is not inherited from Collection interface although it is a part of Java collection framework?**

Map is a collection of key-value pairs where as other collection types like List, Set and Queue are the collection of values. Collection interface has the methods which support only the collection of values but not the collection of key-value pairs. That’s why Map doesn’t inherit Collection interface.

**6) What is Iterable interface?**

*Iterable* interface is a member of *java.lang*package which is extended by *java.util.Collection* interface which is nothing but the root level interface of the Java collection framework. *Iterable* interface has only one method called *iterator()*which returns an Iterator object, using that object you can iterate over the elements of Collection. ( forEach() and spliterator() methods are added to this interface from Java 8). That means these methods will be available in all collection types which are inherited from Collection interface.

**7) What are the characteristics of** List**?**

* List Interface represents an ordered or sequential collection of objects.
* Elements of the Lists are ordered using Zero based index.
* Elements of the Lists can be randomly accessed. i.e elements can be inserted at or removed from or retrieved from a specific position using integer index.
* A List may contain duplicate elements.
* A List may have multiple null elements.

**8) What are the major implementations of** List **interface?**

* ArrayList
* Vector
* LinkedList

**9) What are the characteristics of** ArrayList**?**

* Size of the ArrayList is not fixed. It can increase and decrease dynamically as we add or delete the elements.
* Elements are placed according to Zero-based index. That means, first element will be placed at index 0 and last element at index n-1, where ‘n’ is the size of the ArrayList.
* ArrayList can have any number of null elements.
* ArrayList can have duplicate elements.
* As ArrayList implements *RandomAccess*, you can get, Set, insert and remove elements of the ArrayList from any arbitrary position.
* ArrayList is not synchronized. That means, multiple threads can use same ArrayList simultaneously.

**10) What are the three marker interfaces implemented by** ArrayList**?**

RandomAccess, Cloneable and Serializable.

**11) What is the default initial capacity of** ArrayList**?**

Default initial capacity of an ArrayList is 10. This capacity increases automatically as we add more elements to ArrayList. You can also specify initial capacity of an ArrayList while creating it.

**12) What is the main drawback of** ArrayList**?**

When you insert an element in the middle of the ArrayList, the elements at the right side of that position are shifted one position right and when you delete an element, they will be shifted one position left. This feature of the ArrayList causes some performance issues as shifting of elements is time consuming if ArrayList has lots of elements.

**13) What are the differences between** Array **and** ArrayList**?**

|  |  |
| --- | --- |
| Array | ArrayList |
| Arrays are static in nature. Arrays are fixed length data structures. You can’t change their size once they are created. | ArrayList is dynamic in nature. Its size is automatically increased if you add elements beyond its capacity. |
| Arrays can hold both primitives as well as objects. | ArrayList can hold only objects. |
| Arrays can be iterated only through *for* loop or *for-each* loop. | ArrayList provides iterators to iterate through their elements. |
| The size of an array is checked using *length*attribute. | The size of an ArrayList can be checked using *size()* method. |
| Array gives constant time performance for both add and get operations. | ArrayList also gives constant time performance for both add and get operations provided adding an element doesn’t trigger resize. |
| Arrays don’t support generics. | ArrayList supports generics. |
| Arrays are not type safe. | ArrayList are type safe. |
| Arrays can be multi-dimensional. | ArrayList can’t be multi-dimensional. |
| Elements are added using assignment operator. | Elements are added using add() method. |

**14) How** Vector **is different from** ArrayList**?**

|  |  |
| --- | --- |
| The Vector Class is also dynamically grow-able and shrink-able collection of objects like an ArrayList class. But, the main difference between ArrayList and Vector is that Vector class is synchronized. That means, Vector is thread safe. only one thread can enter into Vector object at any moment of time. | [ArrayList Vs Vector In Java](https://i0.wp.com/javaconceptoftheday.com/wp-content/uploads/2014/12/ArrayListVsVector.png?ssl=1) |

**15) Why it is recommended not to use** Vector **class in your code?**

Vector class is preferred over ArrayList class when you are developing a multi threaded application. But, precautions need to be taken because Vector may reduce the performance of your application as it is thread safe and only one thread is allowed to have object lock at any moment of time and remaining threads have to wait until a thread releases the object lock. So, it is always recommended that if you don’t need thread safe environment, it is better to use ArrayList class than the Vector class.

And also Vector class is often considered as obsolete or “Due for Deprecation” by many experienced Java developers. They always recommend and advise not to use Vector class in your code. They prefer using ArrayList over Vector class.

**16) What are the differences between** ArrayList **and** Vector**?**

|  |  |
| --- | --- |
| ArrayList | Vector |
| ArrayList is not thread safe. | Vector is thread safe. |
| As ArrayList is not synchronized, it gives better performance than Vector. | As Vector is synchronized, it is slightly slower than ArrayList. |
| ArrayList is not a legacy code. | Vector class is considered as legacy, due for deprecation. |

**17) What are the characteristics of** Queue**?**

* Queue is a data structure in which elements are added from one end called tail and removed from another end called head.
* Queue is first-in-first-out type of data structure. That means an element which is inserted first will be the first element to be removed from the Queue.
* null elements are not allowed in the Queue.
* Queue can have duplicate elements.
* Queue is not random access. i.e you can’t Set or insert or get elements at an arbitrary positions.

**18) Mention the important methods of** Queue**?**

|  |  |  |
| --- | --- | --- |
| Operation | Throws An Exception If operation is not possible | Returns null or false if operation is not possible |
| Add an element to the Queue. | add() | offer() |
| Retrieve an element from the head of the Queue. | element() | peek() |
| Retrieve And Remove an element from the head of the Queue. | remove() | poll() |

**19) How** Queue **differs from** List**?**

|  |  |
| --- | --- |
| List | Queue |
| Random Access. i.e you can Set, get, add or remove elements from an arbitrary position. | No random access. i.e you can’t Set, get, add or remove elements from an arbitrary position. |
| Can have null elements. | No null elements. |
| It is an ordered collection of objects where elements are added or removed or retrieved randomly using an integer based index. | It is also an ordered collection of objects where elements are added from one end and removed or retrieved from another end. |

**20) Which popular collection type implements both** List **and** Queue**?**

LinkedList

**21) What are the Characteristics of** LinkedList**?**

* Elements in the LinkedList are called as Nodes. Where each node consist of three parts – Reference To Previous Element, Value Of The Element and Reference To Next Element. Below diagram shows how LinkedList looks like.
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* Reference To Previous Element of first node and Reference To Next Element of last node are null as there will be no elements before the first node and after the last node.
* You can add or remove or retrieve the elements at both the ends and also in the middle of the LinkedList.
* Insertion and removal operations in LinkedList are faster than the ArrayList. Because in LinkedList, there is no need to shift the elements after each insertion and removal. only references of next and previous elements need to be changed.
* Retrieval of the elements is very slow in LinkedList as compared to ArrayList. Because in LinkedList, you have to traverse from beginning or end (whichever is closer to the element) to reach the element.
* The LinkedList can be used as Stack. It has the methods pop() and push() which make it to function as Stack.
* The LinkedList can also be used as ArrayList, Queue, Single linked List and doubly linked List.
* LinkedList can have multiple null elements.
* LinkedList can have duplicate elements.
* LinkedList class in Java is not of type Random Access. i.e the elements can not be accessed randomly. To access the given element, you have to traverse the LinkedList from beginning or from end (whichever is closer to the element) to reach the given element.

**22) What are the differences between** ArrayList **and** LinkedList**?**

|  |  |
| --- | --- |
| ArrayList | LinkedList |
| ArrayList is an index based data structure where each element is associated with an index. | Elements in the LinkedList are called as nodes, where each node consists of three things – Reference to previous element, Actual value of the element and Reference to next element. |
| Insertions and Removals in the middle of the ArrayList are very slow. Because after each insertion and removal, elements need to be shifted. | Insertions and Removals from any position in the LinkedList are faster than the ArrayList. Because there is no need to shift the elements after every insertion and removal. Only references of previous and next elements are to be changed. |
| Insertion and removal operations in ArrayList are of order O(n). | Insertion and removal in LinkedList are of order O(1). |
| Retrieval of elements in the ArrayList is faster than the LinkedList. Because all elements in ArrayList are index based. | Retrieval of elements in LinkedList is very slow compared to ArrayList. Because to retrieve an element, you have to traverse from beginning or end (Whichever is closer to that element) to reach that element. |
| Retrieval operation in ArrayList is of order of O(1). | Retrieval operation in LinkedList is of order of O(n). |
| ArrayList is of type Random Access. i.e elements can be accessed randomly. | LinkedList is not of type Random Access. i.e elements can not be accessed randomly. you have to traverse from beginning or end to reach a particular element. |
| ArrayList can not be used as a Stack or Queue. | LinkedList, once defined, can be used as ArrayList, Stack, Queue, Singly Linked List and Doubly Linked List. |
| ArrayList requires less memory compared to LinkedList. Because ArrayList holds only actual data and its index. | LinkedList requires more memory compared to ArrayList. Because, each node in LinkedList holds data and reference to next and previous elements. |
| If your application does more retrieval than the insertions and deletions, then use ArrayList. | If your application does more insertions and deletions than the retrieval, then use LinkedList. |

See More: [ArrayList Vs LinkedList](https://javaconceptoftheday.com/arraylist-vs-linkedlist-java/)

**23) What is the** PriorityQueue**?**

PriorityQueue is a class in Java collection framework which implements Queue interface.

The PriorityQueue is a Queue in which elements are ordered according to specified Comparator. You have to specify this Comparator while creating a PriorityQueue itself. If no Comparator is specified, elements will be placed in their natural order.

The PriorityQueue is a special type of Queue because it is not a First-In-First-Out (FIFO) as in the normal Queues. But, elements are placed according to supplied Comaparator.

The PriorityQueue does not allow null elements. Elements in the PriorityQueue must be of Comparable type, If you insert the elements which are not Comparable, you will get ClassCastException at run time.

The head element of the PriorityQueue is always the least element and tail element is always the largest element according to specified Comparator.

**24) What are** Deque **and Array**Deque**? When they are introduced in Java?**

Deque is an interface which extends the Queue interface and ArrayDeque is the class which implements Deque interface. Both are introduced from Java 6.

The Deque is the short name for “Double Ended Queue“. As the name suggest, Deque is a linear collection of objects which supports insertion and removal of elements from both the ends. The Deque interface defines the methods needed to insert, retrieve and remove the elements from both the ends.

The main advantage of Deque is that you can use it as both Queue (FIFO) as well as Stack (LIFO). The Deque interface has all those methods required for FIFO and LIFO operations. ArrayDeque class provides implementations for all these methods.

**25) What are the characteristics of sets?**

* Set contains only unique elements. It does not allow duplicates.
* Set can have maximum one null element.
* Random access of elements is not possible.
* Order of elements in a Set is implementation dependent. HashSet maintains no order. TreeSet elements are ordered according to supplied Comparator (If no Comparator is supplied, elements will be placed in their natural order) and LinkedHashSet maintains insertion order.
* Set interface contains only methods inherited from Collection interface. It does not have it’s own methods. But, applies restriction on methods so that duplicate elements are always avoided.
* One more good thing about Set interface is that the stronger contract between equals() and hashCode() methods. According to this contract, you can compare two Set instances of different implementation types (HashSet, TreeSet and LinkedHashSet).
* Two Set instances, irrespective of their implementation types, are said to be equal if they contain same elements.

**26) What are the major implementations of** Set **interface?**

There are three major implementations of Set interface.

* HashSet
* LinkedHashSet
* TreeSet

**27) What are the differences between** List **and** Set**?**

|  |  |
| --- | --- |
| List | Set |
| List can have duplicate elements. | Set doesn’t allow duplicate elements. It allows only unique elements. |
| List elements are ordered according zero-based index. | Order of elements in a Set is implementation dependent. HashSet maintains no order. TreeSet elements are ordered according to supplied Comparator (If no Comparator is supplied, elements will be placed in their natural ascending order) and LinkedHashSet maintains insertion order. |
| List can have any number of null elements. | Set can have maximum one null element. |
| List elements can be accessed randomly. | Set elements can’t be accessed randomly. |
| Ex: ArrayList, LinkedList | Ex: HashSet, LinkedHashSet, TreeSet |

**28) What are the characteristics of** HashSet**?**

* HashSet implements Set interface.
* It is a collection of objects which contains only unique elements. It does not allow duplicate elements. If you try to insert a duplicate element, older element will be overwritten.
* HashSet class internally uses HashMap to store the objects. The elements you enter into HashSet will be stored as keys of HashMap and their values will be a constant.
* HashSet can have maximum one null element.
* HashSet doesn’t maintain any order. The order of the elements will be largely unpredictable. And it also doesn’t guarantee that order will remain constant over time.
* HashSet offers constant time performance for insertion, removal and retrieval operations.
* HashSet is not synchronized. If you want synchronized HashSet, use Collections.synchronizedSet() method.

**29) How** HashSet **works internally in Java?**

HashSet internally uses HashMap to store it’s elements. Whenever you create a HashSet object, one **HashMap** object associated with it is also created. This HashMap object is used to store the elements you enter in the HashSet. The elements you add into HashSet are stored as keys of this HashMap object. The value associated with those keys will be a constant called PRESENT.
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See More: [How HashSet works internally in Java?](https://javaconceptoftheday.com/how-hashset-works-internally-in-java/)

**30) What are the characteristics of** LinkedHashSet**?**

* LinkedHashSet internally uses LinkedHashMap to store it’s elements just like HashSet which internally uses HashMap to store it’s elements.
* LinkedHashSet maintains insertion order. This is the main difference between LinkedHashSet and HashSet.
* LinkedHashSet also gives constant time performance for insertion, removal and retrieval operations. The performance of LinkedHashSet is slightly less than the HashSet as it has to maintain linked List internally to order it’s elements.
* LinkedHashSet doesn’t allow duplicate elements and allows maximum one null element.
* Iterator returned by LinkedHashSet is fail-fast. i.e if the LinkedHashSet is modified at any time after the Iterator is created, it throws ConcurrentModificationException.
* LinkedHashSet is not synchronized. To get the synchronized LinkedHashSet, use Collections.synchronizedSet() method.

**31) When you prefer** LinkedHashSet **over** HashSet**?**

LinkedHashSet is preferred over HashSet if you want a unique collection of objects in an insertion order.

**32) How** LinkedHashSet **works internally in Java?**

LinkedHashSet is an extended version of HashSet. HashSet doesn’t follow any order where as LinkedHashSet maintains insertion order. HashSet uses HashMap object internally to store it’s elements where as LinkedHashSet uses LinkedHashMap object internally to store and process it’s elements.

[![How LinkedHashSet Works Internally In Java?](data:image/png;base64,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)](https://i0.wp.com/javaconceptoftheday.com/wp-content/uploads/2015/01/HowLinkedHashSetWorks.png?ssl=1)

See More: [How LinkedHashSet works internally in Java?](https://javaconceptoftheday.com/how-linkedhashset-works-internally-in-java/)

**33) What is SortedSet? Give one Example?**

The SortedSet is an interface which extends Set interface. It’s elements are sorted, that’s why name SortedSet. The elements of the SortedSet are sorted according to supplied Comparator. This Comparator is supplied while creating a SortedSet. If you don’t supply Comparator, elements will be placed in their natural order.

TreeSet is the SortedSet.

**34) What is NavigableSet? Give one example?**

The NavigableSet is an interface which extends SortedSet interface which in turn extends Set interface.

The NavigableSet is a SortedSet with navigation facilities. The NavigableSet interface provides many methods through them you can easily find closest matches of any given element. It has the methods to find out less than, less than or equal to, greater than and greater than or equal of any element in a SortedSet.

TreeSet is also of type NavigableSet.

**35) What are the characteristics of** TreeSet**?**

* The elements in TreeSet are sorted according to specified Comparator. If no Comparator is specified, elements will be placed according to their natural ascending order.
* Elements inserted in the TreeSet must be of Comparable type and elements must be mutually comparable. If the elements are not mutually comparable, you will get ClassCastException at run time.
* TreeSet does not allow even a single null element.
* TreeSet is not synchronized. To get a synchronized TreeSet, use Collections.synchronizedSortedSet() method.
* TreeSet gives performance of order log(n) for insertion, removal and retrieval operations.
* Iterator returned by TreeSet is of fail-fast nature. That means, If TreeSet is modified after the creation of Iterator object, you will get ConcurrentModificationException.
* TreeSet internally uses TreeMap to store it’s elements just like HashSet and LinkedHashSet which use HashMap and LinkedHashMap respectively to store their elements.

**36) How** HashSet**,** LinkedHashSet **and** TreeSet **differ from each other?**

|  |  |  |
| --- | --- | --- |
| HashSet | LinkedHashSet | TreeSet |
| HashSet uses HashMap internally to store it’s elements. | LinkedHashSet uses  LinkedHashMap internally to store it’s elements. | TreeSet uses TreeMap internally to store it’s elements. |
| HashSet doesn’t maintain any order of elements. | LinkedHashSet maintains insertion order of elements. i.e elements are placed as they are inserted. | TreeSet orders the elements according to supplied Comparator. If no Comparator is supplied, elements will be placed in their natural ascending order. |
| HashSet gives better performance than the LinkedHashSet and TreeSet. | The performance of LinkedHashSet is between HashSet and TreeSet. It’s performance is almost similar to HashSet. But slightly in the slower side as it also maintains LinkedList internally to maintain the insertion order of elements. | TreeSet gives less performance than the HashSet and LinkedHashSet as it has to sort the elements after each insertion and removal operations. |
| HashSet gives performance of order O(1) for insertion, removal and retrieval operations. | LinkedHashSet also gives performance of order O(1) for insertion, removal and retrieval operations. | TreeSet gives performance of order O(log(n)) for insertion, removal and retrieval operations. |
| HashSet uses equals() and hashCode() methods to compare the elements and thus removing the possible duplicate elements. | LinkedHashSet also uses equals() and hashCode() methods to compare the elements. | TreeSet uses compare() or compareTo() methods to compare the elements and thus removing the possible duplicate elements. It doesn’t use equals() and hashCode() methods for comparison of elements. |
| HashSet allows maximum one null element. | LinkedHashSet also allows maximum one null element. | TreeSet doesn’t allow even a single null element. If you try to insert null element into TreeSet, it throws NullPointerException. |
| HashSet requires less memory than LinkedHashSet and TreeSet as it uses only HashMap internally to store its elements. | LinkedHashSet requires more memory than HashSet as it also maintains LinkedList along with HashMap to store its elements. | TreeSet also requires more memory than HashSet as it also maintains Comparator to sort the elements along with the TreeMap. |
| Use HashSet if you don’t want to maintain any order of elements. | Use LinkedHashSet if you want to maintain insertion order of elements. | Use TreeSet if you want to sort the elements according to some Comparator. |

See More: [HashSet Vs LinkedHashSet Vs TreeSet](https://javaconceptoftheday.com/hashset-vs-linkedhashset-vs-treeset-in-java/)

**37) What are the differences between Iterator and** List**Iterator?**

|  |  |
| --- | --- |
| **Iterator** | List**Iterator** |
| Using Iterator, you can traverse List, Set and Queue type of objects. | But using ListIterator, you can traverse only List objects. |
| Using Iterator, we can traverse the elements only in forward direction. | But, using ListIterator you can traverse the elements in both the directions – forward and backward. |
| Using Iterator you can only remove the elements from the collection. | But using ListIterator, you can perform modifications (insert, replace, remove) on the List. |
| You can’t iterate a List from the specified index using Iterator. | But using ListIterator, you can iterate a List from the specified index. |
| Methods: hasNext(), next() and remove() | Methods: hasNext(), hasPrevious(), next(), previous(), nextIndex(), previousIndex(), remove(), Set(), add() |

See More: [Iterator Vs ListIterator](https://javaconceptoftheday.com/difference-between-iterator-and-listiterator-in-java/)

**38) How** Map **interface is different from other three primary interfaces of Java collection framework –** List**,** Set **and** Queue**?**

The main difference between Map interface and other three top level interfaces is that it doesn’t inherit from Collection interface. Instead it starts it’s own interface hierarchy for maintaining the key-value associations.

Map stores the data as key-value pairs where each key is associated with a value where as other three interfaces – List, Set and Queue – store only values.

**39) What are the popular implementations of** Map **interface?**

* HashMap
* LinkedHashMap
* TreeMap

**40) What are the characteristics of HashMap?**

* HashMap holds the data in the form of key-value pairs where each key is associated with one value.
* HashMap doesn’t allow duplicate keys. But it can have duplicate values.
* HashMap can have multiple null values and only one null key.
* HashMap is not synchronized. To get the synchronized *HashMap*, use *Collections.synchronizedMap()* method.
* HashMap maintains no order.
* HashMap gives constant time performance of O(1) for the operations like *get()* and *put()* methods.
* Default initial capacity of HashMap is 16.

**41) How HashMap works internally in Java?**

See here: [How HashMap works internally in Java?](https://javaconceptoftheday.com/how-hashmap-works-internally-in-java/)

**42) What is hashing?**

The whole HashMap data structure is based on the principle of Hashing. Hashing is nothing but the function or algorithm or method which when applied on any object/variable returns an unique integer value representing that object/variable. This unique integer value is called *hash code*. Hash function or simply hash said to be the best if it returns the same hash code each time it is called on the same object.

**43) What is the initial capacity of HashMap?**

The capacity of a HashMap is the number of buckets in the hash table. The initial capacity is the capacity of a HashMap at the time of its creation. The default initial capacity of the HashMap is 24 i.e. 16. The capacity of the HashMap is doubled each time it reaches the threshold. i.e. the capacity is increased to 25=32, 26=64, 27=128….. when the threshold is reached.

**44) What is the load factor of HashMap?**

Load factor is the measure which decides when to increase the capacity of the HashMap. The default load factor is 0.75f.

**45) What is the threshold of an HashMap? How it is calculated?**

The threshold of an HashMap is the product of current capacity and load factor.

Threshold = (Current Capacity) \* (Load Factor)

For example, if the HashMap is created with initial capacity of 16 and load factor of 0.75f, then threshold will be,

Threshold = 16 \* 0.75 = 12

That means, the capacity of the *HashMap* is increased from 16 to 32 after the 12th element (key-value pair) is added into the *HashMap*.

**46) What is rehashing?**

Rehashing is a process where new HashMap object with new capacity is created and all old elements (key-value pairs) are placed into new object after recalculating their hash code. Whenever HashMap reaches its threshold, rehashing takes place.

**47) How initial capacity and load factor affect the performance of an HashMap?**

Whenever *HashMap* reaches its threshold, rehashing takes place. This process of rehashing is both space and time consuming. So, you must choose the initial capacity, by keeping the number of expected elements (key-value pairs) in mind, so that rehashing process doesn’t occur too frequently.

You also have to be very careful while choosing the load factor. According to *HashMap* doc, the default load factor of 0.75f always gives best performance in terms of both space and time. For example,

If you choose load factor as 1.0f, then rehashing takes place after filling 100% of the current capacity. This may save the space but it will increase the retrieval time of existing elements. Suppose if you choose load factor as 0.5f, then rehashing takes place after filling 50% of the current capacity. This will increase the number of rehashing operations. This will further degrade the HashMap in terms of both space and time.

So, you have to be very careful while choosing the initial capacity and load factor of an *HashMap* object. Choose the initial capacity and load factor such that they minimize the number of rehashing operations.

**48) What are the differences between** HashSet **and HashMap?**

|  |  |
| --- | --- |
| HashSet | **HashMap** |
| HashSet implements Set interface. | HashMap implements Map interface. |
| HashSet stores the data as objects. | HashMap stores the data as key-value pairs. |
| HashSet internally uses HashMap. | HashMap internally uses an array of *Entry<K, V>* objects. |
| HashSet doesn’t allow duplicate elements. | HashMap doesn’t allow duplicate keys, but allows duplicate values. |
| HashSet allows only one null element. | HashMap allows one null key and multiple null values. |
| Insertion operation requires only one object. | Insertion operation requires two objects, key and value. |
| HashSet is slightly slower than HashMap. | HashMap is slightly faster than HashSet. |

See More: [HashMap Vs HashSet](https://javaconceptoftheday.com/differences-between-hashmap-vs-hashset-in-java/)

**49) What are the differences between HashMap and HashTable?**

|  |  |
| --- | --- |
| **HashMap** | **HashTable** |
| HashMap is not synchronized and therefore it is not thread safe. | HashTable is internally synchronized and therefore it is thread safe. |
| HashMap allows maximum one null key and any number of null values. | HashTable doesn’t allow null keys and null values. |
| Iterators returned by the HashMap are fail-fast in nature. | Enumeration returned by the HashTable are fail-safe in nature. |
| HashMap extends AbstractMap class. | HashTable extends Dictionary class. |
| HashMap returns only iterators to traverse. | HashTable returns both Iterator as well as Enumeration for traversal. |
| HashMap is fast. | HashTable is slow. |
| HashMap is not a legacy class. | HashTable is a legacy class. |
| HashMap is preferred in single threaded applications. If you want to use HashMap in multi threaded application, wrap it using Collections.synchronizedMap() method. | Although HashTable is there to use in multi threaded applications, now a days it is not at all preferred. Because, ConcurrentHashMap is better option than HashTable. |

See More: [HashMap Vs HashTable](https://javaconceptoftheday.com/differences-between-hashmap-and-hashtable-in-java/)

**50) How do you remove duplicate elements from an** ArrayList **in Java?**

Removing Duplicate Elements From ArrayList Using HashSet :

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | import java.util.ArrayList;  import java.util.HashSet;    public class MainClass  {      public static void main(String[] args)      {          //Constructing An ArrayList            ArrayList<String> ListWithDuplicateElements = new ArrayList<String>();            ListWithDuplicateElements.add("JAVA");          ListWithDuplicateElements.add("J2EE");          ListWithDuplicateElements.add("JSP");          ListWithDuplicateElements.add("SERVLETS");          ListWithDuplicateElements.add("JAVA");          ListWithDuplicateElements.add("STRUTS");          ListWithDuplicateElements.add("JSP");          //Printing ListWithDuplicateElements.add            System.out.print("ArrayList With Duplicate Elements :");          System.out.println(ListWithDuplicateElements);            //Constructing HashSet using ListWithDuplicateElements            HashSet<String> Set = new HashSet<String>(ListWithDuplicateElements);            //Constructing ListWithoutDuplicateElements using Set            ArrayList<String> ListWithoutDuplicateElements = new ArrayList<String>(Set);            //Printing ListWithoutDuplicateElements            System.out.print("ArrayList After Removing Duplicate Elements :");            System.out.println(ListWithoutDuplicateElements);      }  } |

See More: [How To Remove Duplicate Elements From ArrayList In Java?](https://javaconceptoftheday.com/how-to-remove-duplicate-elements-from-arraylist-in-java/)

**51) Which Collection type do you suggest me If I want a sorted collection of objects with no duplicates?**

TreeSet is the best suitable for such scenarios where you want a collection of objects with no duplicates and also sorted based on a particular data field.

**52) What are the differences between Fail-Fast Iterators and Fail-Safe Iterators?**

|  |  |
| --- | --- |
| **Fail-Fast Iterators** | **Fail-Safe Iterators** |
| Fail-Fast iterators doesn’t allow modifications of a collection while iterating over it. | Fail-Safe iterators allow modifications of a collection while iterating over it. |
| These iterators throw ConcurrentModificationException if a collection is modified while iterating over it. | These iterators don’t throw any exceptions if a collection is modified while iterating over it. |
| They use original collection to traverse over the elements of the collection. | They use copy of the original collection to traverse over the elements of the collection. |
| These iterators don’t require extra memory. | These iterators require extra memory to clone the collection. |
| Ex: Iterators returned by ArrayList, Vector, *HashMap*. | Ex: Iterator returned by *ConcurrentHashMap.* |

See More: [Fail-Fast Vs Fail-Safe](https://javaconceptoftheday.com/fail-fast-and-fail-safe-iterators-in-java-with-examples/)

**53) How do you convert an Array to** ArrayList **and an** ArrayList **to Array?**

Array To ArrayList In Java :

a) Using Arrays.asList() Method :

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | import java.util.ArrayList; import java.util.Arrays;  public class ArrayToArrayListExample  {      public static void main(String[] args)      {          String[] array = new String[] {"ANDROID", "JSP", "JAVA", "STRUTS", "HADOOP", "JSF"};          ArrayList<String> List = new ArrayList<String>(Arrays.asList(array));          System.out.println(List);     }  } |

b) Using Collections.addAll() Method

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | import java.util.ArrayList; import java.util.Collections;  public class ArrayToArrayListExample  {      public static void main(String[] args)      {          String[] array = new String[] {"ANDROID", "JSP", "JAVA", "STRUTS", "HADOOP", "JSF"};          ArrayList<String> List = new ArrayList<String>();          Collections.addAll(List, array);          System.out.println(List);      }  } |

c) Using Java 8 Streams

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | import java.util.Arrays; import java.util.List; import java.util.stream.Collectors;  public class ArrayToArrayListExample  {      public static void main(String[] args)      {          String[] array = new String[] {"ANDROID", "JSP", "JAVA", "STRUTS", "HADOOP", "JSF"};          List<Object> List = Arrays.stream(array).collect(Collectors.toList());          System.out.println(List);      }  } |

ArrayList To Array In Java :

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | import java.util.ArrayList;  public class ArrayListToArrayExample  {      public static void main(String[] args)      {          ArrayList<String> List = new ArrayList<String>();          List.add("JAVA");          List.add("JSP");          List.add("ANDROID");          List.add("STRUTS");          List.add("HADOOP");          List.add("JSF");          String[] array = new String[List.size()];          List.toArray(array);          for (String string: array)          {              System.out.println(string);         }      }  } |

**54) What is the difference between Collection and Collections?**

This is one of the most confusing Java interview question asked many a times to Java freshers. Most of time, this question has been asked to Java freshers to check their basic knowledge about the Java Collection Framework. This question seems confusing because both Collection and Collections look similar. Both are part of Java collection framework, but both serve different purpose. Collection is a top level interface of Java collection framework where as **Collections** is an utility class. Below table shows the difference between them.

|  |  |
| --- | --- |
| **Collection** | **Collections** |
| Collection is a root level interface of the Java Collection Framework. Most of the classes in Java Collection Framework inherit from this interface. | Collections is an utility class in java.util package. It consists of only static methods which are used to operate on objects of type Collection. |
| List, Set and Queue are main sub interfaces of this interface. | Collections.max(), Collections.min(), Collections.sort() are some methods of Collections class. |

See More: [Collection Vs Collections](https://javaconceptoftheday.com/difference-between-collection-and-collections-in-java/)

**55) How collections are different from Java 8 streams?**

|  |  |
| --- | --- |
| **Collections** | **Streams** |
| Collections are mainly used to store and group the data. | Streams are mainly used to perform operations on data. |
| You can add or remove elements from collections. | You can’t add or remove elements from streams. |
| Collections have to be iterated externally. | Streams are internally iterated. |
| Collections can be traversed multiple times. | Streams are traversable only once. |
| Collections are eagerly constructed. | Streams are lazily constructed. |
| Ex: List, Set, Map… | Ex: filtering, mapping, matching… |

See More: [Collections Vs Streams](https://javaconceptoftheday.com/collections-and-streams-in-java/)

**56) How do you convert HashMap to** ArrayList **in Java?**

See here: [Convert HashMap To ArrayList In Java](https://javaconceptoftheday.com/convert-hashmap-to-arraylist-in-java/)

**57) What keySet(), values() and entrySet() methods do?**

keySet(), values() and entrySet() are the methods of Map interface. Hence, they are available in all the implementations of Map interface – HashMap, LinkedHashMap and TreeMap.

keySet(): This method returns a Set of keys.

values(): This method returns a Collection of values.

entrySet(): This method returns a Set of key-value pairs.

**58) What is the difference between Iterator and Java 8 Spliterator?**

|  |  |
| --- | --- |
| **Iterator** | **Spliterator** |
| It performs only iteration. | It performs splitting as well as iteration. |
| Iterates elements one by one. | Iterates elements one by one or in bulk. |
| Most suitable for serial processing. | Most suitable for parallel processing. |
| Iterates only collection types. | Iterates collections, arrays and streams. |
| Size is unknown. | You can get exact size or estimate of the size. |
| Introduced in JDK 1.2. | Introduced in JDK 1.8. |
| You can’t extract properties of the iterating elements. | You can extract some properties of the iterating elements. |
| External iteration. | Internal iteration. |

See More: [Iterator Vs Spliterator](https://javaconceptoftheday.com/differences-between-iterator-vs-spliterator-in-java-8/)

**59) How do you sort an** ArrayList**?**

An ArrayList can be sorted using sort() method of Collections class.

*Collections.sort()* method has two overloaded forms. They are,

1) *sort(*List*<T>* List*) :*This method sorts the specified List according to natural ordering of its elements.

2) *sort(*List*<T>* List*, Comparator<? super T> c)* : This method sorts the specified List according to supplied Comparator.

These two methods are used not only just to sort the ArrayList, but also other List types like LinkedList and Vector.

See More: [How To Sort An ArrayList In Java?](https://javaconceptoftheday.com/how-to-sort-an-arraylist-in-java/)

**60) What are the differences between HashMap and ConcurrentHashMap?**

|  |  |
| --- | --- |
| **HashMap** | **ConcurrentHashMap** |
| HashMap is not synchronized internally and hence it is not thread safe. | ConcurrentHashMap is internally synchronized and hence it is thread safe. |
| HashMap is the part of Java collection framework since JDK 1.2. | ConcurrentHashMap is introduced in JDK 1.5 as an alternative to HashTable. |
| HashMap allows maximum one null key and any number of null values. | ConcurrentHashMap doesn’t allow even a single null key and null value. |
| Iterators returned by HashMap are fail-fast in nature. | Iterators returned by ConcurrentHashMap are fail-safe in nature. |
| HashMap is faster. | ConcurrentHashMap is slower. |
| Most suitable for single threaded applications. | Most suitable for multi threaded applications. |

See More: [HashMap Vs ConcurrentHashMap](https://javaconceptoftheday.com/hashmap-vs-concurrenthashmap-in-java/)

**61) How do you make collections read-only or unmodifiable?**

*java.util.Collections*class provides some unmodifiable wrapper methods to create read only collections in Java. These methods take the *Collection* type as an argument and returns read only view of the specified collection. Any modification operations (like add, delete or edit an element) on the returned collection, direct or via its iterators, will result in *UnsupportedOperationException.* But, you can perform any modification operations on original collection and those modifications are reflected in the returned collection.

Below table shows complete List of all unmodifiable wrapper methods of *Collections* class which are used to create read only collections.
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**62) How do you reverse an** ArrayList **in Java?**

An ArrayList can be reversed using *Collections.reverse()* method. Below is the program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | import java.util.ArrayList; import java.util.Collections;  public class ReverseArrayListExample  {      public static void main(String[] args)      {          //Constructing an ArrayList          ArrayList<String> List = new ArrayList<String>();          List.add("Gold");          List.add("Iron");          List.add("Copper");          List.add("Silver");          List.add("Nickel");          List.add("Cobalt");          List.add("Zinc");          //Printing List before reverse            System.out.println("ArrayList Before Reverse :");          System.out.println(List);          //Reversing the List using Collections.reverse() method            Collections.reverse(List);          //Printing List after reverse            System.out.println("ArrayList After Reverse :");          System.out.println(List);     }  } |

**63) What are the differences between synchronized HashMap, HashTable and ConcurrentHashMap?**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Synchronized HashMap** | **HashTable** | **ConcurrentHashMap** |
| Locking Level | Object Level | Object Level | Segment Level |
| Synchronized operations | All operations are synchronized. | All operations are synchronized. | Only update operations are synchronized. |
| How many threads can enter into a Map at a time? | Only one thread | Only one thread | By default, 16 threads can perform update operations and any number of threads can perform read operations at a time. |
| Null Keys And Null Values | Allows one null key and any number of null values. | Doesn’t allow null keys and null values. | Doesn’t allow null keys and null values. |
| Nature Of Iterators | Fail-Fast | Fail-Safe | Fail-Safe |
| Introduced In? | JDK 1.2 | JDK 1.1 | JDK 1.5 |
| When To Use? | Use only when high level of data consistency is required in multi threaded environment. | Don’t Use. Not recommended as it is a legacy class. | Use in all multi threaded environment except where high level of data consistency is required. |

See More: [Synchronized HashMap Vs HashTable Vs ConcurrentHashMap](https://javaconceptoftheday.com/synchronized-hashmap-vs-hashtable-vs-concurrenthashmap-in-java/)

**64) How do you sort HashMap by keys?**

See here: [***Solution***](https://javaconceptoftheday.com/java-8-sort-hashmap-by-keys/)

**65) How do you sort HashMap by values?**

See here: [***Solution***](https://javaconceptoftheday.com/java-8-sort-hashmap-by-values/)

**66) How do you merge two maps with same keys?**

See here: [***Solution***](https://javaconceptoftheday.com/java-8-merge-two-maps-with-same-keys/)

**67) What do you know about Java 9 immutable collections? How they are different from unmodifiable collections returned by the Collections wrapper methods?**

Immutable collections are the collections which can not be modified once they are created. Java 9 has introduced some static factory methods to easily create immutable collections. They are List*.of()*, Set*.of()* and Map*.of()*.

Before Java 9, Collections.unmodifiableXXX() methods are used to create unmodifiable collections. These methods just behave like wrapper methods which return unmodifiable view or read-only view of the original collection. i.e you can’t perform modifying operations like add, remove, replace, clear etc through the references returned by these wrapper methods. But, you can modify original collection if you have other references to it and those modifications will be reflected in the view returned by these methods.

Java 9 Immutable collections and unmodifiable collections returned by the Collections.unmodifiableXXX() wrapper methods are not the same. Unmodifiable collections are just the read-only views of the original collection. You can perform modifying operations on the original collection and those modifications will be reflected in the collections returned by these methods. But, immutable collections returned by Java 9 static factory methods are 100% immutable. You can’t modify them once they are created.

See More: [Java 9 Immutable Collections](https://javaconceptoftheday.com/java-9-immutable-collections/)

**68) What do you know about Java 10** List**.copyOf(),** Set**.copyOf() and** Map**.copyOf() methods? Why they are introduced?**

In Java 9, some static factory methods are introduced to easily create immutable collections. They are List.of(), Set.of() and Map.of(). These methods take individual elements as arguments and create immutable collections consisting of those elements. From Java 10, some more static factory methods are introduced to create immutable collections from existing collections. They are List.copyOf(), Set.copyOf() and Map.copyOf(). These methods take whole collection as an argument and create immutable copy of that collection.

**69) What are the differences between Enumeration and Iterator?**

|  |  |
| --- | --- |
| **Enumeration** | **Iterator** |
| Using *Enumeration*, you can only traverse the collection. You can’t do any modifications to collection while traversing it. | Using *Iterator*, you can remove an element of the collection while traversing it. |
| *Enumeration* is introduced in JDK 1.0 | *Iterator* is introduced from JDK 1.2 |
| *Enumeration* is used to traverse the legacy classes like Vector, Stack and *HashTable*. | *Iterator* is used to iterate most of the classes in the collection framework like ArrayList, HashSet, *HashMap*, LinkedList etc. |
| Methods: *hasMoreElements()*and *nextElement()* | Methods: *hasNext()*, *next()* and *remove()* |
| *Enumeration* is fail-safe in nature. | *Iterator* is fail-fast in nature. |
| *Enumeration* is not safe and secured due to it’s fail-safe nature. | *Iterator*is safer and secured than *Enumeration*. |

See More: [Enumeration Vs Iterator In Java](https://javaconceptoftheday.com/differences-between-enumeration-vs-iterator-in-java/)

**70) Which is of type RandomAccess –** ArrayList**,** LinkedList**,** HashSet **and HashMap?**

ArrayList